Abstract

Every software has an architecture, but in most cases it is poorly documented. That’s especially true in virtual community for software development, where creating and updating documents is not a high priority activity and architectural knowledge remain hidden in informal and semi-structured artifacts, such as e-mails, meeting notes and Wikis. We propose a framework that enables the search for software architecture information in the artifacts generated in virtual communities environments. An ontology-based semantic search mechanism is used in the framework to retrieve not only architecture properties, but also the rationale behind decisions taken during the construction of the software. The ontologies defined are also used in the visualization of the search results, providing an interactive environment for users to explore, discover, and analyze the information. The framework is preliminary validated in the Brazilian Public Software Community context.
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1. Introduction

New methods for retrieving documents based on their meanings are becoming more and more important in many application areas. In this paper, we present a semantic search mechanism that enhances the search for software architecture information in Virtual Communities for Software Development (VCSD). Our proposal is to add semantics to the community artifacts, using ontologies that represent concepts relevant to understand the software. These concepts are the software architecture, architectural design rationale and application domain abstractions.

The methods for information retrieval based on the use of ontologies have emerged as a response to the shortcomings of the model based only on the lexical representation of terms. The shortcomings of this model directly affect the requirements of accuracy and coverage of search engines: documents unrelated to the search are retrieved while the relevant documents are not. These problems occur because the traditional search indexes are based on lexical representation of the documents. These are terms that represent vague information, and sometimes represent more noise than useful and meaningful information to be explored by the search [1]. While the traditional search of document is established primarily on the occurrence of words in documents, the ontology-based semantic search is an information retrieval process that exploits a domain’s knowledge, formalized through an ontology [2]. Bonino et al. [3] say that the key point to the refining process of a semantic search is the availability of a domain ontology, and the ability to understand the semantic relationships between the ontological concepts. This is important since the searches are very context-dependent due to the various possible meanings of a same word (polysemy phenomenon). A major improvement in the relevance of the results could be achieved knowing exactly what a user means when specifying a search term and with the information description of the contents to be retrieved.

The focus of our work is the retrieval of information that helps to understand the software in a VCSD environment. To achieve this goal, we look for information related to software architecture, a key asset in the software development process, determinant to the success and quality of software systems [4]. Even though, despite its relevance, the architecture documentation is still poor, especially in VCSDs environments, where creating and updating documents is not a primary activity and architectural knowledge remain hidden in casual and semi-structured artifacts, such as e-mails, meeting notes, Wikis, and others. The informality and fragmentation of the shared information make hard to community members to retrieve and consequently to learn and reuse software assets. It is especially difficult to novice participants who may have a hard time to contribute since they do not know why the software is the way it is.

In recent years, a new perspective of software architecture has been envisioned by researchers in the area. In this new view, design decisions are
inherent part of the software architecture, just like components and their relationships. Indeed, the architecture is also the reflection of the decisions taken during its construction. Based on the requirements, the person who architects a software analyzes alternatives and makes decisions that impact the architecture [4]. Therefore, our search mechanism looks for argumentation and reasoning behind the architectural decisions as well.

The new perspective for software architecture has led to a number of research works that promote the capturing and use of architectural decisions in a meaningful way [4, 5]. In [5], López et al. propose an approach to retrieve architectural rationale from texts documents. The idea behind this proposal is that ontology’s concepts and their relationships provide clues for what to look for in the texts. In this way, a software architecture ontology is used in the generation of ontology-based extraction tools that, in turn, are used to process documents and extract architectural rationale candidates.

We argue that the software architecture ontology is not enough. Considering that a software solves a problem, the software architecture ontology is related to the solution side, contemplating concepts like components, patterns and others. However, a software system is part of a larger business system and a subset of business entities, rules and processes are input for the software construction and part of the architectural rationale as well.

The semantic search mechanism we propose is based on a framework where a software architecture ontology and application domain ontologies model the knowledge of the software development domain. These ontologies are used to index the community’s artifacts, as well as to visualize the search results, helping the users to explore, discover, and analyze the information.

The remainder of this paper is organized as follows. In Section 2, we present research works related to ours. In Section 3, we introduce semantic search field and explain the ontologies used. The framework and the semantic search mechanism are detailed in Section 4. A brief description of the community where we are applying and validating the framework is given in Section 5. In Section 6 we discuss implications of our approach, and we conclude this paper in Section 7.

2. Related Work

Our approach is close to the one presented by Lopez et al. [5], which uses the Toeska Architecture Ontology and the NFR Design Rationale (NDR) Ontology to represent, recover and explore software architecture and rationale information from text documents. The extraction mechanism is based on Natural Language Processing (NLP) techniques and the main goal of that work is to build a repository of architectural knowledge. Our work has a simpler goal, since we do not aim the construction of a knowledge base, but a search mechanism to help to find this knowledge. To achieve this goal, in addition to the Toeska Architecture Ontology, we propose the use of application domain ontologies to enable the retrieval of all rationale related to the software construction. This architectural knowledge is relevant in a VCSD environment where many projects share the same domain abstractions.

In another related work, Antunes et al. [6] use ontologies to promote reuse of software development knowledge. The Representation Ontology is used to represent the many artifacts that result from the software development process, such as specification, documents, design diagrams, source code and the Domain Ontology is used to classify these artifacts. As ours approach, that one also relates software properties with domain concepts. The difference is that while we are concerned with the reuse of software architectural knowledge, in that work the focus is in the reuse of software artifacts.

Similar to our goal to improve information access in a virtual community context, in the work presented in Deng et al. [7] the authors propose domain-driven search through the use of meta-queries. Although the modeling of the domain is required in order to create the meta-queries, a meta-query does not represent the knowledge of a domain and therefore provides a solution less versatile.

3. Semantic Search

The objective of optimizing search results has motivated research in the semantic field by incorporating techniques from a variety of other research areas, and implementation of a number of practical systems [8]. Semantic search, as an application of the Semantic Web in the information retrieval field, has shown a significant potential in the function of improving the performance of retrieval. Compared with the traditional search engines that focus on the frequency of word appearance, semantic search engines are more likely to try to understand the meanings hidden in retrieved documents and from users’ queries [9]. This kind of mechanism tries to analyze what a user desires during a search in a context through a logical reasoner, enabling better results. According to Kassim & Rahmany [10], the traditional search engines are no longer able to provide precise results due to the huge volume and complexity of the information. The drawbacks of these mechanisms are that they are keyword-based enhanced by link analysis, and not capable to deal with polysemy and synonyms aspects. Therefore, they often return results that do not meet the users’ necessities. Semantic search has become an alternative to
overcome the deficiencies of such traditional mechanisms. Different from them, semantic search mechanisms extend the scope of traditional information retrieval (IR) paradigms from mere document retrieval to entity and knowledge retrieval, improving the conventional IR methods by looking at a different perspective, i.e. the meaning of words [8].

Search with semantic characteristics demands the mechanism to be based in a knowledge model about the domain, i.e., the knowledge must be computationally represented so that the machine can interpret it. There are several architectural proposals for semantic search solutions. The authors in [2, 18, 19, 20 and 21] have made an extensive revision of the main proposals of semantic search solutions in the literature. They describe open research questions and necessary investigations, as well as similarities, goals, applications, methodologies and technologies involved in the various proposals. Guha et al. [9] argue that the semantic search has mainly two goals: the first is to improve and increase the traditional search results and the second is to use the understanding of the search term denotation to improve the significance of the traditional search. They describe how the improvement can be achieved, saying that there are three main issues to be addressed: (1) denotation: it is necessary to determine the concept denoted by the search term; (2) what to present: to determine what relevant data to return; and (3) how to present: it is necessary to format the data (search results) properly in the presentation.

In the Web context, unlike traditional search mechanisms, the semantic search mechanisms store semantic information about resources on the Web and are able to solve complex queries. It may consider the context where the resource is targeted. A semantic search mechanism in the Web context may integrate Semantic Web technologies with search engines to improve the search results retrieved by the current search engines. It goes a step further towards the next search generation in the Web. The need to retrieve information semantically enriched gave rise to an increasing interest in research on ontologies, giving rise to the called ontology-based semantic search mechanisms.

3.1. Ontology-based Semantic Search

A search mechanism with semantic features needs to interpret a knowledge model about a domain and an ontology is an approach to represent this knowledge [16, 9, 3 and 17]. A wide adopted definition for ontology in Computer Science is done by Gruber [15]: ontology can be understood as a specification of a conceptualization which provides descriptions about knowledge.

By the fact that an ontology defines relevant concepts in a domain (things and their properties) and the semantic relationships between these concepts, it supports the processing of resources based on a coherent understanding of the content and not in the physical structure of resources or in a syntactic feature. Thus, the use of these artifacts can be some kind of semantic (world knowledge) for the machine [9]. According to Hyvönen et al. [11] the following benefits can be achieved using semantically richer ontologies: (1) they can be used to describe the domain knowledge and the terminology of the application in greater detail (e.g. relations between classes in different views); (2) ontologies can be used to create more accurate semantic annotations in Web resources in terms of domain knowledge; (3) with the help of ontologies, users can express queries more accurately and possibly without ambiguity, which leads to better rates of accuracy and coverage of the search; and (4) through ontological class definition and inferences mechanisms, such as property inheritance, instance-level metadata can be enriched semantically.

3.2. Software Architecture Ontology and Domain Ontology

The software architecture we defined is based on the Toeska Architecture Ontology [5]. A partial view of this ontology is depicted in Figure 1 and the main concepts are: a software component, which may be a component, a system or a subsystem, satisfies requirements and architectural alternatives, uses technologies and is built in a project, responsibility of a community. A software system is based on well-established patterns, which in a VCSD environment, have a crucial role since they provide a common vocabulary and frame of reference to ease architectural knowledge sharing among developers, who are geographically distant and with distinct levels of experience and skills [4].

Unlike the approach adopted in López et al. [5], where the Softgoal Interdependency Graphs (SIG) method is used to represent the extracted rationale that is then validated and integrated in a repository, in our approach the rationale is identified, ontology instances are generated and an entry in the index points to the artifact with the rationale text.

As mentioned previously, business entities, rules and processes are input for the software construction and hence needed in the mechanism to gather architectural rationale. Figure 2 presents an ontology with some concepts and relationships of the learning domain. Some abstractions from this domain are modeled in a software system.
To illustrate the use of both ontologies to capture rationale decisions, we present two excerpts with decisions related to the software architecture from the Amadeus Community [12].

(1) According to the alternatives presented ….. the development team …. judges as the best alternative option of using an ISAPI Filter so that IIS can redirect requests Java, due to utilization of resources already in place such as Apache Tomcat ……..

(2) During the development of the List of Concepts (a special type of learning object), we decided to build its content dynamically, i.e. the concepts and details of each are read from a text file in CSV (comma-separated values). This allows the contents of this application to be easily developed by the teacher … This feature facilitates the participation of the teacher who has a fundamental role in the design of educational artifacts …..

With the use of NLP techniques, IIS, Java, ISAPI, Apache Tomcat are identified as technologies (1), and “list of concepts” and “teacher” are business abstractions in (2). The non-functional requirements are reuse (utilization) in (1) and usability (easily developed) in (2). The presence of these entities in a sentence plus the relationships in the ontologies helps to identify rationale in the texts. The information units extracted at this point are candidates that must be validated by a software specialist. In our approach we use natural language process algorithms to content analysis and heuristic techniques to detect rationale.

4. Proposed Framework

The setup of the framework’s ontologies, the semantic index and the search mechanism are detailed in the next sub-sections.

4.1. Setup

The ontology’s concepts presented in the previous section represent classes in a domain. To populate the ontologies with theirs instances, we adopt a semi-automatic approach for the initial load. To populate the software architecture ontology, we first look for community’s artifacts (documents, FAQ, Wiki, emails, etc.) from different application domains (education, health and others) in well-known software development forges (SourceForge1, Savannah2, BerliOS3). In the next step, all the content retrieved is processed to remove stopwords and then to extract the most frequent words. These extracted words are candidates that, in the final step of the setup process, are analyzed by a software specialist who, if that is the case, creates the ontology’s instances. The definition of the domain ontology must be done by specialists in the area, but a start point for this task is the list of most frequent terms (not related to the programming language) extracted from the source code.

After the ontologies setup, the framework is ready to interact with the VCSD system and this is done through the use of a Web service. By means of this interface, as new artifacts are produced in the community, its content and address (URL) are sent to the framework in order to populate the semantic index. The artifact’s content is processed by a POS tagging software and nouns, verbs and adverbs are selected. These selected words are confronted to the ontologies and also to values of the datatype properties of the ontology instances. In this way, it is not just the individual’s name used to classify the artifacts. If a word from an artifact matches some value of an individual datatype property, then a new entry is inserted in the semantic index, relating the individual with the artifact identification (its URL). Figure 3 illustrates the processes described above.

In order to detect the rationale the following heuristic is applied:

1 http://sourceforge.net/
2 http://savannah.gnu.org
3 http://www.berlios.de/
for each “artifact’s content”
if exists “non-functional requirements terms” and “terms that indicate decision”
then “suggest a rationale”;

With this heuristic we look for rationale that is related to non-functional requirements and, in the presence of words like, “judge”, “decide”, “facilitate”, and others, we suggest that a rationale maybe exist in that artifact.

4.2. The Search Mechanism

The search mechanism must pay special attention to hide the complexity of semantic search from end users while at the same time, make it easy and efficient to use. On the other side, it is interesting to take advantage of the underlying model to make the results more meaningful to users. Bearing this in mind, we propose a search mechanism based on the software architecture and a domain ontology. The user can visualize these ontologies in hierarchical or graph-based way, what allows the user to see different relationships besides the hierarchical one (Figure 4). The tab (hierarchical or graph-based) allows users to choose one visualization type or other. In the Figure 4, as an example, the domain ontology is presented hierarchically while the architecture ontology is presented as a graph.

This approach enables users to search for information from two perspectives: the technical and the domain perspective. User without much knowledge in the technological issues may explore the knowledge first using the domain ontology with high-level requirements or abstractions. More technically users may go through the technologies as the software components, or design patterns using the architecture ontology.

The artifacts are retrieved by browsing one ontology (domain or architecture). As an instance of the ontology is selected, the search results are exhibited in the right side, as depicted in Figure 4.

5. Case Study

We plan to validate the proposed framework through a case study in the Brazilian Public Software community (SPB) [13]. SPB is government initiative which aims to promote a sustainable free-software business model, integrating the society into a new model of technological knowledge production. Nowadays, SPB hosts more than 40 communities,
developing software solutions to domains such as health, education, and others. In an assessment realized in the SPB Portal regarding software architecture documentation [14], it was detected that only one-third of the communities have some kind of documentation for the software architecture. When available, in many cases all the information provided is just the list of the technologies used. This lack of architectural knowledge weakens the replication of good software solutions in different municipalities. Brazil is a large country, and the adaptation of good public software solutions to local requirements by local developers is one of the objectives of the SPB project. In this way, a semantic search mechanism, as the one we propose, is expected to help people to understand the software in development and strengthens the chances of replication.

The setup of the framework for validation in the SPB communities includes the selection of an application domain, selection of a group of communities related to the domain and the definition of the ontology. The challenges to be addressed are: (1) domain specialists to collaborate in the ontology are geographically distant; (2) conflicts and inconsistencies regarding the understanding of the domain concepts; (3) technical knowledge by the community’s members to create the ontologies in a collaborative matter; and also (4) tools supporting such activity.

The case study will be applied to one of the selected communities and the goal is to check how easy is to understand the software with the semantic search mechanism. A group of software developers without prior contact to the software and the community will read the community artifacts. Half of the group will use the semantic search mechanism and the other half will browse the community. A questionnaire will be applied to evaluate how easy was to each group to understand the software.

6. Discussion

In a VCSD environment, architectural assets from one community can be reused by others. The discovery and successful recovery of the architectural knowledge is essential to the possible reuse and interoperability of solutions as well. To achieve that, approaches and techniques are necessary to empower people from different communities and technical background to find different types of assets and the reasoning behind their choice. Toward that, it is needed the understanding and mapping of the data from the semantic point of view to achieve accurate, useful and reusable information. From this perspective the knowledge could be shared more effectively between the communities.

In the proposed approach, the domain ontology enables users to have a better vision of the software requirements and their relation to the domain under study to the community. In addition, the domain and architectural ontologies are complementary views and together provide a complete access to the architectural knowledge. The access to parts of the knowledge extracted from the content according to semantic relationships lead to a better understanding of the architectural knowledge. The access to the project’s rationale improves the quality for future decisions in the definition of new software architectures to other contexts or communities.

The proposed approach to populate the ontologies is semi-automatic and that is not desirable since it increases the workload for the person who holds the role of ontology specialist in the community. But, nevertheless, the fully automatic generation of ontologies without human assistance is to date a challenging research issue.

7. Conclusion and Future Work

In this paper we have described a framework that empowers virtual communities for software development with a semantic search mechanism to retrieve architectural knowledge. The mechanism is based on ontologies for software architecture concepts and domain specific abstractions.

The contribution pursued by this work was to provide a lightweight mechanism that can be easily adopted by the community and useful especially for new developers who need to understand the software properties and the decisions taken during its construction. The user interface based on the ontologies provides an interactive environment for users to explore, discover, and analyze information based on a semantically understanding of the data. It also allows users from different backgrounds to explore the information from a perspective more appropriated to his experience. In future work, we plan to extend the search for different types of rationales, not only those related to non-functional requirements as well as to design improved visualization tool to deal with a better exploration of the knowledge by means of the ontologies.
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